The NoSQL RDBMS

One of first uses of the phrase *NoSQL* is due to Carlo Strozzi, circa 1998.

**NoSQL:**
- A fast, portable, open-source RDBMS
- A derivative of the RDB database system (Walter Hobbs, RAND)
- Not a full-function DBMS, per se, but a shell-level tool
- User interface – Unix shell
- Based on the “operator/stream paradigm”
NoSQL Today

More recently:
- The term has taken on different meanings
- One common interpretation is “not only SQL”

Most modern NoSQL systems diverge from the relational model or standard RDBMS functionality:

<table>
<thead>
<tr>
<th>The data model:</th>
<th>relations</th>
<th>documents</th>
</tr>
</thead>
<tbody>
<tr>
<td>tuples</td>
<td>vs.</td>
<td>graphs</td>
</tr>
<tr>
<td>attributes</td>
<td></td>
<td>key/values</td>
</tr>
<tr>
<td>domains</td>
<td></td>
<td></td>
</tr>
<tr>
<td>normalization</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>The query model:</th>
<th>relational algebra</th>
<th>graph traversal</th>
</tr>
</thead>
<tbody>
<tr>
<td>tuple calculus</td>
<td>vs.</td>
<td>text search</td>
</tr>
<tr>
<td></td>
<td></td>
<td>map/reduce</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>The implementation:</th>
<th>rigid schemas</th>
<th>flexible schemas</th>
</tr>
</thead>
<tbody>
<tr>
<td>ACID compliance</td>
<td>vs.</td>
<td>(schema-less)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>BASE</td>
</tr>
</tbody>
</table>

In that sense, NoSQL today is more commonly meant to be something like “non-relational”
NoSQL Today
(a partial, unrefined list)
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Primary NoSQL Categories

- General Categories of NoSQL Systems:
  - Key/value store
  - (wide) Column store
  - Graph store
  - Document store

- Compared to the relational model:
  - Query models are not as developed.
  - Distinction between abstraction & implementation is not as clear.
Key/Value Store


The basic data model:
- Database is a collection of key/value pairs
- The key for each pair is unique

Primary operations:
- `insert(key, value)`
- `delete(key)`
- `update(key, value)`
- `lookup(key)`

Additional operations:
- variations on the above, e.g., reverse lookup
- iterators

No requirement for normalization (and consequently dependency preservation or lossless join)
Wide Column Store


The basic data model:

- Database is a collection of key/value pairs
- Key consists of 3 parts – a row key, a column key, and a time-stamp (i.e., the version)
- Flexible schema - the set of columns is not fixed, and may differ from row-to-row

One last column detail:

- Column key consists of two parts – a column family, and a qualifier

Warning #1!
Wide Column Store

Column families

Row key

Personal data

Professional data

Column qualifiers
## Wide Column Store

### One “table”

<table>
<thead>
<tr>
<th>ID</th>
<th>First Name</th>
<th>Last Name</th>
<th>Date of Birth</th>
<th>Job Category</th>
<th>Salary</th>
<th>Date of Hire</th>
<th>Employer</th>
</tr>
</thead>
</table>

<table>
<thead>
<tr>
<th>ID</th>
<th>First Name</th>
<th>Middle Name</th>
<th>Last Name</th>
<th>Job Category</th>
<th>Employer</th>
<th>Hourly Rate</th>
</tr>
</thead>
</table>

<table>
<thead>
<tr>
<th>ID</th>
<th>First Name</th>
<th>Last Name</th>
<th>Job Category</th>
<th>Salary</th>
<th>Employer</th>
<th>Group</th>
<th>Seniority</th>
<th>Bldg #</th>
<th>Office #</th>
</tr>
</thead>
</table>

<table>
<thead>
<tr>
<th>ID</th>
<th>Last Name</th>
<th>Job Category</th>
<th>Salary</th>
<th>Date of Hire</th>
<th>Employer</th>
<th>Insurance ID</th>
<th>Emergency Contact</th>
</tr>
</thead>
</table>
Wide Column Store

One “row” in a wide-column NoSQL database table

= Many rows in several relations/tables in a relational database
Graph Store


The basic data model:

Directed graphs

Nodes & edges, with properties, i.e., “labels”
Document Store


The basic data model:

☐ The general notion of a document – words, phrases, sentences, paragraphs, sections, subsections, footnotes, etc.

☐ Flexible schema – subcomponent structure may be nested, and vary from document-to-document.

☐ Metadata – title, author, date, embedded tags, etc.

☐ Key/identifier.

One implementation detail:

☐ Formats vary greatly – PDF, XML, JSON, BSON, plain text, various binary, scanned image.
ACID vs. BASE

Database systems traditionally support ACID requirements:

- Atomicity, Consistency, Isolation, Durability

In a distributed web applications the focus shifts to:

- Consistency, Availability, Partition tolerance

CAP theorem - At most two of the above can be enforced at any given time.

Reducing consistency, at least temporarily, maintains the other two.

Thus, distributed NoSQL systems are typically said to support some form of BASE:

- Basic Availability
- Soft state
- Eventual consistency*