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- $k \leftarrow \operatorname{Gen}\left(1^{n}\right)$
- $\sigma \leftarrow \operatorname{Tag}_{k}(m)$
- $\operatorname{Ver}_{k}: \mathcal{M} \times \mathcal{T} \rightarrow\{0,1\}$
- Correctness:
$\operatorname{Pr}\left[k \leftarrow \operatorname{Gen}\left(1^{n}\right), \sigma \leftarrow \operatorname{Tag}_{k}(m): \operatorname{Ver}_{k}(m, \sigma)=1\right]=1$
- Security (UF-CMA): For all n.u. PPT adversary $\mathcal{A}$ there exists a negligible $\nu(\cdot)$ such that:

$$
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- Security (UF-CMA):

$$
\operatorname{Pr}\left[\begin{array}{c}
(s k, p k) \leftarrow \operatorname{Gen}\left(1^{n}\right) \\
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- One-time Signatures: Adversary is allowed only one query
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Think: How to sign long messages?
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- Intuition: A compressing function $h$ for which it is hard to find $x, x^{\prime}$ s.t. $x \neq x^{\prime}$ but $h(x)=h\left(x^{\prime}\right)$
- Impossible for non-uniform adversary notion
- Think: Why?
- Need to consider a family of hash functions
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- Easy to Evaluate: There exists a poly-time algorithm Eval s.t. given $x \in D_{i}, i \in I, \operatorname{Eval}(x, i)=h_{i}(x)$
- Collision Resistance: For all n.u. PPT $\mathcal{A}, \exists$ negligible function $\mu(\cdot)$ s.t.
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- Think: Proof?
- Read: Merkle Trees
- Range cannot be too small
- Enumeration Attacks
- Birthday Attack
- Existence:
- Unlikely to be constructed from OWF or OWP [Simon98]
- Can be constructed from number-theoretic assumptions such as factoring, discrete log
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## Remarks (contd.)

- Weaker notion: Universal One-way Hash Functions (UOWHF)
- 

$$
\operatorname{Pr}\left[\begin{array}{rl}
(x, \text { state }) \leftarrow \mathcal{A}\left(1^{n}\right), & \\
i \neq \$ \operatorname{Gen}\left(1^{n}\right),, & x \neq x^{\prime} \wedge \\
x^{\prime} \leftarrow \mathcal{A}(i, \text { state }) & h_{i}(x)=h_{i}\left(x^{\prime}\right)
\end{array}\right] \leqslant \mu(n)
$$

- Can be constructed from OWF [Rompel90]
- Suffices for Digital Signatures [Naor-Yung89]
- More efficient construction [Haitner-Holenstein-Reingold-Vadhan-Wee10]
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